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## **OVERVIEW**

In order to understand and use the Java Collections API effectively it is useful to have an overview of the interfaces it contains. So, that is what I will provide here.

There are two "groups" of interfaces: Collection's and Map's.

Here is a graphical overview of the Collection interface hierarchy:
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And here is a graphical overview of the Map interface hierarchy:

![http://tutorials.jenkov.com/images/java-collections/map-overview.png](data:image/png;base64,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)

## **ITERABLE**

The Iterable interface (*java.lang.Iterable*) is one of the root interfaces of the Java collection classes. The *Collection* interface extends *Iterable*, so all subtypes of *Collection* also implement the Iterableinterface.

A class that implements the Iterable can be used with the new for-loop. Here is such an example:

List list = new ArrayList();

for(Object o : list){

//do something o;

}

The Iterable interface has only one method:

public interface Iterable<T> {

public Iterator<T> iterator();

}

## **COLLECTION**

The Collection interface (*java.util.Collection*) is one of the root interfaces of the Java collection classes. Though you do not instantiate a Collection directly, but rather a subtype of Collection, you may often treat these subtypes uniformly as a Collection.

## **COLLECTION SUBTYPES**

The following interfaces (collection types) extend the Collection interface:

* List
* Set
* SortedSet
* NavigableSet
* Queue
* Deque

Java does not come with a usable implementation of the Collection interface, so you will have to use one of the listed subtypes. The Collection interface just defines a set of methods (behavior) that each of these Collection subtypes share. This makes it possible ignore what specific type of Collection you are using, and just treat it as a Collection. This is standard inheritance, so there is nothing magical about, but it can still be a nice feature from time to time. Later sections in this text will describe the most used of these common operations.

Here is a method that operates on a Collection:

public class MyCollectionUtil{

public static void doSomething(Collection collection) {

Iterator iterator = collection.iterator();

while(iterator.hasNext()){

Object object = iterator.next();

//do something to object here...

}

}

}

And here are a few ways to call this method with different Collection subtypes:

Set set = new HashSet();

List list = new ArrayList();

MyCollectionUtil.doSomething(set);

MyCollectionUtil.doSomething(list);

## **ADDING AND REMOVING ELEMENTS**

Regardless of what Collection subtype you are using there are a few standard methods to add and remove elements from a Collection. Adding and removing single elements is done like this:

String anElement = "an element";

Collection collection = new HashSet();

boolean didCollectionChange = collection.add(anElement);

boolean wasElementRemoved = collection.remove(anElement);

add() adds the given element to the collection, and returns true if the Collection changed as a result of calling the add() method. A Set for instance may not have changed. If the Set already contained that element, it is not added again. On the other hand, if you called add() on a List and the List already contained that element, the element would then exist twice in the List.

remove() removes the given element and returns true if the removed element was present in the Collection, and was removed. If the element was not present, the remove() method returns false.

You can also add and remove collections of objects. Here are a few examples:

Set aSet = ... // get Set with elements from somewhere

List aList = ... // get List with elements from somewhere

Collection collection = new HashSet();

collection.addAll(aSet); //returns boolean too, but ignored here.

collection.addAll(aList); //returns boolean too, but ignored here.

collection.removeAll(aList); //returns boolean too...

collection.retainAll(aSet); //returns boolean too...

addAll() adds all elements found in the Collection passed as parameter to the method. The Collection object itself is not added. Only its elements. If you had called add() with the Collection as parameter instead, the Collection object itself would have been added, not its elements.

Exactly how that addAll() method behaves depends on the Collection subtype. Some Collection subtypes allow the same element to be added more than once, and others don't.

removeAll() removes all elements found the Collection passed as parameter to the method. If the Collection parameter contains any elements not found the target collection, these are just ignored.

retainAll() does the opposite of removeAll(). Instead of removing all the elements found in the parameter Collection, it keeps all these elements, and removes all other elements. Keep in mind, that only if the elements were already contained in the target collection, are they retained. Any new elements found in the parameter Collection which are not in the target collection, are not automatically added. They are just ignored.

Let's see an example using some pseudo-language:

Collection colA = [A,B,C]

Collection colB = [1,2,3]

Collection target = [];

target.addAll(colA); //target now contains [A,B,C]

target.addAll(colB); //target now contains [A,B,C,1,2,3]

target.retainAll(colB); //target now contains [1,2,3]

target.removeAll(colA); //nothing happens - already removed

target.removeAll(colB); //target is now empty.

## **CHECKING IF A COLLECTION CONTAINS A CERTAIN ELEMENT**

The Collection interface has two methods to check if a Collection contains one or more certain elements. These are the contains() and containsAll() methods. They are illustrated here:

Collection collection = new HashSet();

boolean containsElement = **collection.contains("an element");**

Collection elements = new HashSet();

boolean containsAll = **collection.containsAll(elements);**

contains() returns true if the collection contains the element, and false if not.

containsAll() returns true if the collection contains all the elements in the parameter collection, and false if not.

## **COLLECTION SIZE**

You can check the size of a collection using the size() method. By "size" is meant the number of elements in the collection. Here is an example:

int numberOfElements = collection.size();

**ITERATING A COLLECTION**

You can iterate all elements of a collection. This is done by obtaining an Iterator from the collection, and iterate through that. Here is how it looks:

Collection collection = new HashSet();

//... add elements to the collection

Iterator iterator = collection.iterator();

while(iterator.hasNext()){

Object object = iterator.next();

//do something to object;

}

You can also use the new for-loop:

Collection collection = new HashSet();

//... add elements to the collection

for(Object object : collection) {

//do something to object;

}

**LIST**

The *java.util.List* interface is a subtype of the*[java.util.Collection](http://tutorials.jenkov.com/java-collections/collection.html)* interface. It represents an ordered list of objects, meaning you can access the elements of a *List* in a specific order, and by an index too. You can also add the same element more than once to a *List*.

## **LIST IMPLEMENTATIONS**

Being a *Collection* subtype all methods in the *Collection* interface are also available in the *List* interface.

Since *List* is an interface you need to instantiate a concrete implementation of the interface in order to use it. You can choose between the following *List* implementations in the Java Collections API:

* java.util.ArrayList
* java.util.LinkedList
* java.util.Vector
* java.util.Stack

There are also *List* implementations in the *java*.*util*.*concurrent* package, but lets leave the concurrency utilities out of this section.

Here are a few examples of how to create a *List* instance:

List listA = new ArrayList();

List listB = new LinkedList();

List listC = new Vector();

List listD = new Stack();

## **ADDING AND ACCESSING ELEMENTS**

To add elements to a *List* you call its *add()* method. This method is inherited from the *Collection* interface. Here are a few examples:

List listA = new ArrayList();

listA.add("element 1");

listA.add("element 2");

listA.add("element 3");

listA.add(0, "element 0");

The first three *add()* calls add a String instance to the end of the list. The last *add()* call adds a String at index 0, meaning at the beginning of the list.

The order in which the elements are added to the List is stored, so you can access the elements in the same order. You can do so using either the *get(int index)* method, or via the *Iterator* returned by the *iterator()* method. Here is how:

List listA = new ArrayList();

listA.add("element 0");

listA.add("element 1");

listA.add("element 2");

//access via index

String element0 = listA.get(0);

String element1 = listA.get(1);

String element3 = listA.get(2);

//access via Iterator

Iterator iterator = listA.iterator();

while(iterator.hasNext(){

String element = (String) iterator.next();

}

//access via new for-loop

for(Object object : listA) {

String element = (String) object;

}

When iterating the list via its *Iterator* or via the for-loop (which also uses the Iterator behind the scene), the elements are iterated in the same sequence they are stored in the list.

## **REMOVING ELEMENTS**

You can remove elements in two ways:

1. remove(Object element)
2. remove(int index)

*remove(Object element)* removes that element in the list, if it is present. All subsequent elements in the list are then moved up in the list. Their index thus decreases by 1.

*remove(int index)* removes the element at the given index. All subsequent elements in the list are then moved up in the list. Their index thus decreases by 1.

## **CLEARING A LIST**

The Java List interface contains a *clear()* method which removes all elements from the list when called. Here is simple example of clearing a *List* with *clear():*

List list = new ArrayList();

list.add("object 1");

list.add("object 2");

//etc.

**list.clear();**

## **LIST SIZE**

You can obtain the number of elements in the *List* by calling the *size()* method. Here is an example:

List list = new ArrayList();

list.add("object 1");

list.add("object 2");

int size = list.size();

## **GENERIC LISTS**

By default you can put any Object into a List, but from Java 5, Java Generics makes it possible to limit the types of object you can insert into a *List*. Here is an example:

List<MyObject> list = new ArrayList<MyObject>();

This *List* can now only have *MyObject* instances inserted into it. You can then access and iterate its elements without casting them. Here is how it looks:

MyObject myObject = list.get(0);

for(MyObject anObject : list){

//do someting to anObject...

}

## **ITERATING A LIST**

You can iterate a Java List in several different ways. We will cover the three most common mechanisms here.

The first way to iterate a *List* is to use an *Iterator*. Here is an example of iterating a *List* with an *Iterator*:

List list = new ArrayList();

//add elements to list

Iterator iterator = list.iterator();

while(iterator.hasNext()) {

Object next = iterator.next();

}

You obtain an *Iterator* by calling the *iterator()* method of the *List* interface.

Once you have obtained an *Iterator* you can keep calling its *hasNext()* method until it returns *false*. Calling *hasNext()* is done inside a while loop as you can see.

Inside the while loop you call the *next()* method of the Iterator interface to obtain the next element pointed to by the *Iterator*.

If the *List* is typed you can save some object casting inside the *while* loop. Here is an example:

List<String> mylistStr = new ArrayList<>();

Iterator<String> iterator = mylistStr.iterator();

while(iterator.hasNext()){

String obj = iterator.next();

}

Another way to iterate a *List* is to use the *for* loop added in Java 5 (also called a "*for each*" loop). Here is an example of iterating a *List* using the *for* loop:

List list = new ArrayList();

//add elements to list

for(Object obj : list) {

}

The *for* loop is executed once per element in the *List*. Inside the *for* loop each element is in turn bound to the *obj* variable.

If the list is typed (a generic List) you can change the type of the variable inside the *for* loop. Here is typed *List* iteration example:

List<String> list = new ArrayList<String>();

//add elements to list

for(String obj : list) {

}

Notice how the List is typed to *String*. Therefore you can set the type of the variable inside the *for* loop to String.

The last way to iterate a *List* is to use a standard *for* loop like this:

List list = new ArrayList();

//add elements to list

for(int i=0; i < list.size(); i++) {

Object obj = list.get(i);

}

The *for* loop creates an *int* variable and initializes it to 0. Then it loops as long as the *int* variable *i* is less than the size of the list. For each iteration, the variable i is incremented.

Inside the *for* loop the example accesses the elements in the *List* via its *get()* method, passing the incrementing variable *i*as parameter.

**SET**

## The *java.util.Set* interface is a subtype of the *[java.util.Collection](http://tutorials.jenkov.com/java-collections/collection.html)* interface. It represents set of objects, meaning each element can only exist once in a Set.

## **JAVA SET EXAMPLE**

Here is first a simple Java Set example to give you a feel for how sets work:

Set setA = new HashSet();

String element = "element 1";

setA.add(element);

System.out.println( setA.contains(element) );

## This example creates a *HashSet* which is one of the classes in the Java APIs that implement the *Set* interface. Then it adds a string object to the *set*, and finally it checks if the *set* contains the element just added.

## **SET IMPLEMENTATIONS**

## Being a *Collection* subtype all methods in the *Collection* interface are also available in the *Set* interface.

## Since *Set* is an interface you need to instantiate a concrete implementation of the interface in order to use it. You can choose between the following Set implementations in the Java Collections API:

* java.util.EnumSet
* java.util.HashSet
* java.util.LinkedHashSet
* java.util.TreeSet

## Each of these *Set* implementations behaves a little differently with respect to the order of the elements when iterating the *Set*, and the time (big O notation) it takes to insert and access elements in the sets.

## *HashSet* is backed by a *HashMap*. It makes no guarantees about the sequence of the elements when you iterate them.

## *LinkedHashSet* differs from *HashSet* by guaranteeing that the order of the elements during iteration is the same as the order they were inserted into the *LinkedHashSet*. Reinserting an element that is already in the LinkedHashSet does not change this order.

## *TreeSet* also guarantees the order of the elements when iterated, but the order is the sorting order of the elements. In other words, the order in which the elements should be sorted if you used a *Collections.sort()* on a *List* or array containing these elements. This order is determined either by their natural order (if they implement Comparable), or by a specific Comparator implementation.

## There are also *set* implementations in the *java.util.concurrent* package, let’s leave the concurrency utilities out of this section.

## Here are a few examples of how to create a *Set* instance:

Set setA = new EnumSet();

Set setB = new HashSet();

Set setC = new LinkedHashSet();

Set setD = new TreeSet();

## **ADDING AND ACCESSING ELEMENTS**

## To add elements to a Set you call its *add()* method. This method is inherited from the *Collection* interface. Here are a few examples:

Set setA = new HashSet();

setA.add("element 1");

setA.add("element 2");

setA.add("element 3");

## The three *add()* calls add a String instance to the set.

## When iterating the elements in the Set the order of the elements depends on what *Set* implementation you use, as mentioned earlier. Here is an iteration example:

Set setA = new HashSet();

setA.add("element 0");

setA.add("element 1");

setA.add("element 2");

//access via Iterator

Iterator iterator = setA.iterator();

while(iterator.hasNext(){

String element = (String) iterator.next();

}

//access via new for-loop

for(Object object : setA) {

String element = (String) object;

}

## **REMOVING ELEMENTS**

You remove elements by calling the *remove(Object o)* method. There is no way to remove an object based on index in a *Set*, since the order of the elements depends on the *Set* implementation.

## **GENERIC SETS**

By default you can put any Object into a *Set*, but from Java 5, Java Generics makes it possible to limit the types of object you can insert into a *Set*. Here is an example:

Set<MyObject> set = new HashSet<MyObject>();

This *Set* can now only have *MyObject* instances inserted into it. You can then access and iterate its elements without casting them. Here is how it looks:

for(MyObject anObject : set){

//do someting to anObject...

}

## **MAP**

The *java.util.Map* interface represents a mapping between a key and a value. The *Map* interface is not a subtype of the *Collection* interface. Therefore it behaves a bit different from the rest of the collection types.

## **MAP IMPLEMENTATIONS**

Since *Map* is an interface you need to instantiate a concrete implementation of the interface in order to use it. You can choose between the following *Map* implementations in the Java Collections API:

* java.util.HashMap
* java.util.Hashtable
* java.util.EnumMap
* java.util.IdentityHashMap
* java.util.LinkedHashMap
* java.util.Properties
* java.util.TreeMap
* java.util.WeakHashMap

In experience, the most commonly used *Map* implementations are *HashMap* and *TreeMap*.

Each of these *Map* implementations behaves a little differently with respect to the order of the elements when iterating the *Map*, and the time (big O notation) it takes to insert and access elements in the maps.

*HashMap* maps a key and a value. It does not guarantee any order of the elements stored internally in the map.

*TreeMap* also maps a key and a value. Furthermore it guarantees the order in which keys or values are iterated - which is the sort order of the keys or values. Check out the JavaDoc for more details.

Here are a few examples of how to create a *Map* instance:

Map mapA = new HashMap();

Map mapB = new TreeMap();

## **ADDING AND ACCESSING ELEMENTS**

To add elements to a *Map* you call its *put()* method. Here are a few examples:

Map mapA = new HashMap();

mapA.put("key1", "element 1");

mapA.put("key2", "element 2");

mapA.put("key3", "element 3");

The three *put()* calls maps a string value to a string key. You can then obtain the value using the key. To do that you use the *get()* method like this:

String element1 = (String) mapA.get("key1");

You can iterate either the keys or the values of a *Map*. Here is how you do that:

// key iterator

Iterator iterator = mapA.keySet().iterator();

// value iterator

Iterator iterator = mapA.values();

Most often you iterate the keys of the *Map* and then get the corresponding values during the iteration. Here is how it looks:

Iterator iterator = mapA.keySet().iterator();

while(iterator.hasNext(){

Object key = iterator.next();

Object value = mapA.get(key);

}

//access via new for-loop

for(Object key : mapA.keySet()) {

Object value = mapA.get(key);

}

## **REMOVING ELEMENTS**

You remove elements by calling the *remove(Object key)* method. You thus remove the (key, value) pair matching the key.

**GENERIC MAPS**

By default you can put any *Object* into a *Map*, but from Java 5, Java Generics makes it possible to limit the types of object you can use for both keys and values in a *Map*. Here is an example:

Map<String, MyObject> map = new HashMap<String, MyObject>();

This *Map* can now only accept String objects for keys, and *MyObject* instances for values. You can then access and iterate keys and values without casting them. Here is how it looks:

for(MyObject anObject : map.values()){

//do someting to anObject...

}

for(String key : map.keySet()){

MyObject value = map.get(key);

//do something to value

}

## **SORTING**

You can sort *List* collections using the *java.util.Collections.sort()* method. You can sort these two types of List's.

1. List
2. LinkedList

## **SORTING OBJECTS BY THEIR NATURAL ORDER**

To sort a *List* you do this:

List list = new ArrayList();

//add elements to the list

Collections.sort(list);

When sorting a list like this the elements are ordered according to their "natural order". For objects to have a natural order they must implement the interface *java.lang.Comparable*. In other words, the objects must be comparable to determine their order. Here is how the *Comparable* interface looks:

public interface Comparable<T> {

int compareTo(T o);

}

The *compareTo()* method should compare this object to another object, return an *int* value. Here are the rules for that *int* value:

Return a negative value if this object is smaller than the other object

Return 0 (zero) if this object is equal to the other object.

Return a positive value if this object is larger than the other object.

There are a few more specific rules to obey in the implementation, but the above is the primary requirements. Check out the JavaDoc for the details.

Let's say you are sorting a List of String element. To sort them, each string is compared to the others according to some sorting algorithm (not interesting here). Each string compares itself to another string by alphabetic comparison. So, if a string is less than another string by alphabetic comparison it will return a negative number from the *compareTo()* method.

When you implement the *compareTo()* method in your own classes you will have to decide how these objects should be compared to each other. For instance, Employee objects can be compared by their first name, last name, salary, start year or whatever else you think makes sense.

## **SORTING OBJECTS USING A COMPARATOR**

Sometimes you may want to sort a list according to another order than their natural order. Perhaps the objects you are sorting do not even have a natural order. In that case you can use a *Comparator* instead. Here is how you sort a list using a *Comparator*:

List list = new ArrayList();

//add elements to the list

Comparator comparator = new SomeComparator();

Collections.sort(list, comparator);

Notice how the *Collections.sort()* method now takes a *java.util.Comparator* as parameter in addition to the *List*. This Comparator compares the elements in the list two by two. Here is how the *Comparator* interface looks:

public interface Comparator<T> {

int compare(T object1, T object2);

}

The *compare()* method compares two objects to each other and should:

Return a negative value if object1 is smaller than object2

Return 0 (zero) if objec1 is equal to object2.

Return a positive value if object1 is larger than object2.

There are a few more requirements to the implementation of the *compare()* method, but these are the primary requirements. Check out the JavaDoc for more specific details.

Here is an example *Comparator* that compares two fictive Employee objects:

public class MyComparator<Employee> implements Comparator<Employee> {

public int compare(Employee emp1, Employee emp2){

if(emp1.getSalary() < emp2.getSalary()) return -1;

if(emp1.getSalary() == emp2.getSalary()) return 0;

return 1;

}

}

A shorter way to write the comparison would be like this:

public class MyComparator<Employee> implements Comparator<Employee> {

public int compare(Employee emp1, Employee emp2){

return emp1.getSalary() - emp2.getSalary();

}

}

By subtracting one salary from the other, the resulting value is automatically negative, 0 or positive. Smart, right?

If you want to compare objects by more than one factor, start by comparing by the first factor (e.g. first name). Then, if the first factors are equal, compare by the second factor (e.g. last name, or salary) etc.